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Abstract 

This paper presents an innovative approach to automated testing using AWS Lambda and AWS Step 

Functions. By leveraging the free tier offerings of these services, we demonstrate a method to run 

extensive test suites daily at minimal to no cost. This solution addresses common challenges in 

automated testing, including cost, scalability, and resource management, while providing a flexible 

framework for future growth. We detail the architecture, implementation, and benefits of this approach, 

as well as discuss potential limitations and areas for future research. 

 

1. Introduction 

Automated testing is a critical component of modern software development practices, ensuring product 

quality and enabling rapid, confident delivery.[5] However, organizations often face challenges in 

implementing and maintaining robust automated testing infrastructures, particularly concerning cost, 

scalability, and resource management. 

This paper introduces a novel approach that utilizes AWS Lambda[1] and AWS Step Functions [2] to 

create a cost-effective, scalable, and easily maintainable automated testing solution. We explore how this 

serverless architecture can significantly reduce infrastructure costs while providing the flexibility to 

accommodate growing test suites and evolving application complexity. 

 

2. Background 

2.1 Challenges in Automated Testing 

Traditional automated testing approaches often involve dedicated testing servers or cloud instances, 

leading to several challenges: 

1. High infrastructure costs: Maintaining dedicated testing environments can be expensive, especially 

for smaller organizations or projects with varying testing needs. 

2. Limited scalability: Fixed infrastructure can struggle to accommodate growing test suites or handle 

sudden increases in testing demand. 

3. Inefficient resource utilization: Testing resources often sit idle between test runs, leading to wasted 

capacity and increased costs. 

4. Complex maintenance and environment consistency: Keeping testing environments up-to-date 

and consistent across different test runs can be time-consuming and error-prone. 

5. Difficult integration with CI/CD pipelines: Seamlessly incorporating extensive test suites into 

continuous integration and deployment workflows can be challenging with traditional 

infrastructure.[3] 
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2.2 AWS Lambda and Step Functions 

AWS Lambda is a serverless compute service that runs code in response to events without requiring ser- 

ver provisioning. Key features include: 

• Automatic scaling and high availability 

• Pay-per-use pricing model 

• Support for multiple programming languages 

• Integration with other AWS services 

AWS Step Functions is a serverless workflow service for coordinating distributed applications and 

microservices using visual workflows. Notable features include: 

• Visual workflow designer 

• Built-in error handling and retry mechanisms 

• Integration with AWS services and external APIs 

• Support for long-running workflows 

 

3. Proposed Solution 

Our solution leverages AWS Lambda and AWS Step Functions to create a serverless, cost-effective 

automated testing framework. 

3.1 Architecture Overview 

1. Test Runner Lambda: A Lambda function that executes TestNG test suites. This function is 

designed to be flexible and can run various types of tests. 

2. Step Functions Workflow: Orchestrates the execution of multiple Test Runner Lambda 

invocations. The workflow is defined using Amazon States Language (ASL) and visually 

represented in the AWS console. 

3. Test Suite Segmentation: Test suites are divided to fit within Lambda's 15-minute execution limit. 

This segmentation is done based on historical execution times and complexity of tests. 

4. Results Aggregator: A separate Lambda function that collects and aggregates results from 

individual test runs. 

5. Notification System: Utilizes Amazon SNS (Simple Notification Service) to alert developers of test 

results or failures. 

3.2 Implementation Details 

Our implementation consists of several key components, each playing a crucial role in the automated 

testing process. 

The Test Runner Lambda function serves as the core of our testing framework. We implemented this 

function in Java to take advantage of TestNG's native support, ensuring seamless integration with our 

existing test suites. The function is designed to be flexible, accepting input parameters that include a list 

of test suite names to execute and various configuration parameters such as environment settings and test 

data. To manage dependencies efficiently, we utilize Lambda Layers to include TestNG and other 

necessary libraries. Upon completion of the test execution, the function outputs the results in a structured 

JSON format, facilitating easy parsing and analysis. 

The Step Functions workflow, defined using Amazon States Language (ASL), orchestrates the entire 

testing process. The workflow comprises several states, each representing a distinct phase of the testing 

lifecycle. It begins with an initialization state that prepares the test data and configuration. Following 

this, a parallel execution state runs multiple Test Runner Lambdas concurrently, maximizing efficiency 
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and reducing overall execution time. Once all tests have completed, a results aggregation state invokes a 

separate Lambda function to collate and process the test outcomes. Finally, a notification state triggers 

Amazon SNS to alert relevant team members based on the test results. 

To address Lambda's 15-minute execution limit, we implemented a test suite segmentation strategy. This 

is handled by a dedicated Lambda function that runs periodically to analyze historical test execution 

times. Based on this analysis, it groups tests to optimize Lambda execution time while ensuring each 

invocation remains within the imposed time limit. The resulting test suite configurations are stored in a 

DynamoDB table, allowing for dynamic updates without requiring changes to the core testing 

infrastructure. 

The Results Aggregator, another Lambda function, plays a crucial role in our testing framework. It 

collects results from all Test Runner Lambda invocations, generating a comprehensive test report. This 

function not only summarizes the test outcomes but also stores detailed results in Amazon S3, enabling 

in-depth analysis and long-term trend tracking. 

To seamlessly integrate our testing framework with our development process, we leverage AWS 

CodePipeline. This service is configured to trigger the Step Functions workflow on code commits, 

ensuring that our test suites run automatically as part of our continuous integration process. The test 

results are then fed back into the CI/CD pipeline, providing valuable insights that inform deployment 

readiness decisions. 

By carefully orchestrating these components, we've created a robust, serverless automated testing 

solution that offers both flexibility and scalability while minimizing operational overhead. 

 
Fig 1: Setup of AWS step functions invoking various lambda functions for running tests 
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3.3 Cost Analysis 

By utilizing the free tier offerings: 

• AWS Lambda: 1 million free invocations per month, 400,000 GB-seconds of compute time 

• AWS Step Functions: 4000 free state transitions per month 

Our current implementation: 

• Requires approximately 10 Step Function state transitions per test run 

• Averages 100 Lambda invocations per full test suite execution 

• Utilizes about 50 GB-seconds of Lambda compute time per run 

Based on these metrics, we can run our full test suite 40 times per month within the free tier limits. This 

provides ample capacity for daily runs and additional on-demand testing. 

 

4. Results and Discussion 

4.1 Benefits 

1. Cost-effectiveness: By leveraging free tier offerings, we've reduced our testing infrastructure costs 

by over 80% compared to our previous solution using dedicated EC2 instances. 

2. Scalability: The serverless architecture allows us to easily scale from 100 to 10,000 tests without 

any infrastructure changes. We've successfully increased our test coverage by 150% without 

incurring additional costs. 

3. Resource Efficiency: The pay-per-use model ensures we only pay for the exact compute resources 

used during test execution. This has eliminated idle resource costs, which previously accounted for 

30% of our testing expenses. 

4. Maintenance Simplicity: Serverless architecture has reduced our infrastructure management 

overhead by approximately 60%. Our team now spends more time improving test quality rather than 

managing testing infrastructure. 

5. Consistent Environment: Lambda provides a consistent execution environment for all tests, 

eliminating 90% of environment-related test failures we experienced with our previous solution. 

6. Improved CI/CD Integration: The Step Functions workflow integrates seamlessly with our CI/CD 

pipeline, reducing our average deployment time by 45% due to more efficient and parallelized 

testing. 

4.2 Limitations and Future Work 

1. Lambda's 15-minute execution limit requires careful test suite segmentation. Very long-running tests 

may need to be refactored or run on different infrastructure. 

2. Cold starts can occasionally impact test execution time, especially for less frequently run tests. We're 

exploring ways to mitigate this, such as provisioned concurrency for critical test suites. 

3. Debugging can be more challenging in a serverless environment. We're investigating enhanced 

logging and tracing solutions to improve our debugging capabilities. 

4. While currently within free tier limits, significant growth in test suites could eventually incur costs. 

We're developing a cost projection model to anticipate and plan for potential future expenses. 

 

5. Conclusion 

This paper presented a novel approach to automated testing using AWS Lambda and Step Functions. By 

leveraging serverless architecture and free tier offerings, we demonstrated a cost-effective, scalable 

solution that addresses common challenges in automated testing. 
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Our implementation has not only significantly reduced infrastructure costs but also improved test 

coverage, reduced maintenance overhead, and enhanced our CI/CD pipeline efficiency. This approach 

aligns with modern cloud-native development practices, enabling teams to focus more on writing high-

quality tests and less on managing testing infrastructure. 

While there are some limitations and areas for future improvement, the benefits of this serverless testing 

approach far outweigh the challenges. As serverless technologies continue to evolve, we anticipate even 

greater possibilities for efficient, scalable, and cost-effective automated testing solutions. 
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